Rule-based Procedural Generation of Item in Role-playing Game
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Abstract— This paper demonstrates the significance of rule-based procedural generation of items in Role-Playing Game (RPG). The main aims of this project are to: implement rule-based randomized algorithm and totally randomized algorithm in generating item procedurally in RPG, and then compare the advantageous of rule-based randomized algorithm against totally randomized algorithm in term of item generating mechanism. Experimental results demonstrate success with all aims: rule-based randomized algorithm is proven to be a better game changing factor in procedural generation of item as it can control the prolific generation of strong items in the early stage of the game. This helps to balance the game and prevents any snow-balling effect as the game progresses.
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I. INTRODUCTION

Procedural generation is the concept of creating something dynamically rather than manually. It is mostly used in creating the process of making content in systems. In the world of games, it can be applied in generating the content such as textures, quests, items and others. Procedural generation allows the development of complex gameplay and creation of game’s world within short amount of time [1]. Other advantages of using procedural generation in game includes smaller file size, more content can be generated manually and a less predictable gameplay due to the random-ness factor which improve the gameplay value. There are incredibly increase of gaming AI research since last decade. Researchers pointed the challenges, tools/simulator, possible solutions, and newly proposed algorithms in [2-7]. However, procedural generation of content has been gaining momentum and looks promising as the future style in games [8]. It even has its own tag in the popular game platform Steam for the user to search for games that contains procedural generation. This is simply because it provides a different feel in each gameplay of the same game [9].

A number of randomized algorithms can use in the item generation mechanism of a RPG. The most common algorithms being used are Las Vegas algorithm [10], Monte Carlo algorithm [11], totally randomized algorithm and modified rule-based algorithm [12]. For the past years, procedural generation has been frequently used by games developers for content generation. The most frequent usage of procedural generation is on terrain generation, item generation and monster generation. Examples of RPG that rely heavily on procedural generation are Diablo [13-14], Left4Dead [15], Minecraft [16-17] and No Man’s Sky [18].

In this research, the main objectives are to create two randomized algorithm for generation of item in the game prototype and compare both of them in terms of the number of attributes generated and value of the attributes generated. The first randomized algorithm is rules free while the second randomized algorithm involved certain complex rules. Rules serve as a parameter that can control and skew the outcome of the probability function. It works by restricting the domain to a certain area based on pre-defined rules. The new domain is usually smaller than the original domain. Additional rules can be applied together to form a complex rule. A practical usage of this algorithm includes field of science that require controlled uncertainty such as neural networks, search engine, data mining and mapping of starts in astronomy [12]. We use a game prototype that we designed in the form of RPG that has been created previously to conduct this experiment. RPG is chosen simply because it is the most common genre in representing generation of item. This study showed that rule-based randomized algorithm has the ability to control the prolific generation of strong items which is essential for game designers to balance the gameplay.
II. MATERIAL AND METHODS

This section consists of item parameters, detail of items parameters involved and later used in the game, summary of all rules proposed for the game, few screenshots of scenarios involved in the game, and the proposed methods.

A. Item Parameters

Item parameters are attributes that are present in both unit and item. It affects the value of the respective attribute upon equipped by the player. These parameters are used for comparison between rule-based randomized algorithm and totally randomized algorithm in this project. The type of parameters used in designing RPG game could be different based on the game’s story board. In science fiction game, it does not involve magic attribute rather focus more on strength and speed. In fact, no one ever suggested to kill zombie with magic as peoples believe zombie does not exist in the magic world.

In this research work, we planned to design a game that involves spell casting capability. Hence, magic attribute is one of the important parameter. Item generated could have certain combination of attributes but any item generated cannot have all attributes. Normally, the attributes involved are hitpoints, strength, speed, magic, defense, critical point, evasion, and quality find. Table 1 shows the detail explanation of item parameters involved in the project.

<table>
<thead>
<tr>
<th>Attribute</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>Hitpoint</td>
<td>The amount of health of the unit. If unit health falls to 0, the unit is considered dead.</td>
</tr>
<tr>
<td>Strength</td>
<td>The amount of attack power a unit has. It affects the damage output by the unit in normal attack.</td>
</tr>
<tr>
<td>Speed</td>
<td>The amount of speed a unit has. It affects base attack time of the unit.</td>
</tr>
<tr>
<td>Magic</td>
<td>The amount of spell power a unit has. It affects the damage output by the unit in a spell attack.</td>
</tr>
<tr>
<td>Defense</td>
<td>The amount of defense a unit has. It reduces damage dealt by opponents in a normal attack.</td>
</tr>
<tr>
<td>Critical</td>
<td>The chance to deliver extra damage based on multiplier.</td>
</tr>
<tr>
<td>Evasion</td>
<td>The chance to dodge a normal attack from opponents.</td>
</tr>
<tr>
<td>Quality Find</td>
<td>The chance to roll better quality item from monsters (diminishing returns).</td>
</tr>
</tbody>
</table>

B. Item Generation Rules

Rules are essential in building the structure of the game which provides meaningful actions to the players. Besides, rules can be designed to bring both positive and negative experiences to the players in a game [19]. We reviewed some of the rules used in designing RPG games and then adopted, redesigned and proposed some rules that can fit to our game. Table 2 shows the summary of the rules used in the designed game. There are two formulas involved in the Rules 7 and 8 as shown in Table 2. The formulas (1) and (2) are as below.

Modified quality chance = base quality chance + (base quality chance * effective quality find / 100)

Effective quality find = (quality find * factor) / (quality find + factor)

C. Scenario of the Game

The game prototype set in an open world 2-dimensional RPG where player will combat with monsters in an area. Fig. 1 shows the graphical player interface of the game prototype.
Player can attacks, casts spells or buffs and attempts to run away from the battle while in combat (Fig. 2). Upon winning the fight, player will be awarded with gold, experience and item (if it is generated). Fig. 3 shows the battle result interface where player can decide to keep the item or skip it.

Initially, the generated items can be divided into four categories depends on rules shown in Table 2:
1. Magic
2. Rare
3. Unique
4. Normal (neither magic, rare nor unique)

The generated items may be different in term of quality as well and this depends on the combination of rules shown in Table 1, Table 2, and the formulas (1) and (2) used. The generated items are normally categorised as weak if it does not fit the player level and it is a normal item. On the other hand, it is considered as strong if it is having high attributes with either magic, rare or unique items.

**D. Methods Used**

The testing approach used in this project is based on simulations instead of real players. This is simply because this method is more suitable compared to real players. The data obtained through the simulations is the same as when using real players. Besides, the data obtained using simulations is to be accurate while data obtained from players might be different from the actual output data. In addition, the number of simulations needed for comparison is impractical to be obtained from players. The simulation is performed using just one map level as the constant. In the map level, there are 3 junior monsters with treasure class level 1, 2 and 5. The range of levels in the prototype is 1 to 100. However, the initial input level for simulation is 10 instead. This is mainly because there is not much difference in the result between level 1 and 10. Level 10 indicates the early stage of the game. Players are expected to obtain mostly weak items from monster. On the other hand, level 50 refers to the mid game progression in the game. The player will receive a mixture of weak items from monster. Furthermore, level 90 is the peak of the game progression in which player will be expecting weak, medium and strong items generated from monsters. In other words, there will be six experimental setups involved using level 10, 50 and 90 that are paired with rule-based randomized algorithm and totally randomized algorithm (Table 3).

**TABLE III  EXPERIMENTAL SETUPS IN THE GAME**

<table>
<thead>
<tr>
<th>Input level</th>
<th>Algorithm</th>
</tr>
</thead>
<tbody>
<tr>
<td>10</td>
<td>Rule-based randomized algorithm</td>
</tr>
<tr>
<td>10</td>
<td>Totally randomized algorithm</td>
</tr>
<tr>
<td>50</td>
<td>Rule-based randomized algorithm</td>
</tr>
<tr>
<td>50</td>
<td>Totally randomized algorithm</td>
</tr>
<tr>
<td>90</td>
<td>Rule-based randomized algorithm</td>
</tr>
<tr>
<td>90</td>
<td>Totally randomized algorithm</td>
</tr>
</tbody>
</table>

Generally, the item generation mechanism used in the game prototype is as follow:
- A random treasure will be generated based on the class level of the monster. More valuable items will be generated by higher level monster.
- Then, the item level will be determined based on the treasure class.
- Penalty will be applied based on player’s level. The item’s level will be reduced if the item generated is in the higher hierarchy than player’s level.
- No item will then be generated if the randomized generate chance is smaller or the item generated is less than level 0.
- Next process determines the type of the item generated. Item generated could be either in the form of:
- Unique item or
- Rare item or
- Magic item

- No item will be generated in the game if the randomized mechanism is neither unique, nor rare, nor magic.
- Last process involves determining the number of attributes involve and their values.

Both rule-based randomized algorithm and totally randomized algorithm are having same mechanism except that there are more steps involved in rule-based randomized algorithm due to the constraints used. Figs. 4 and 5 shows the flowchart of the item generated mechanism using rule-based randomized algorithm while Fig. 6 represents totally randomized algorithm.

The totally randomized algorithm consists of much simple item generated mechanism and it is as follow:
- Firstly, the item level will be randomized.
- No item will be generated if the randomized item's level is less than 0.
- Then, the probability of item generated will be randomized.
- No item will be generated if the probability is less than 0.
- The next process determines the item quality.
- It determines the number of attributes for the item generated.
- Attributes' values will be determined in the last stage.
III. RESULTS AND DISCUSSIONS

Table 4 shows the number of item generated after all simulations have been completed. Each number is used as the base total item generated in the calculations of average number of attributes per item generated and average value of respective attribute per item generated.

<table>
<thead>
<tr>
<th>Algorithm (Level)</th>
<th>Test 1</th>
<th>Test 2</th>
<th>Test 3</th>
</tr>
</thead>
<tbody>
<tr>
<td>Random (10)</td>
<td>437</td>
<td>429</td>
<td>429</td>
</tr>
<tr>
<td>Rule (10)</td>
<td>534</td>
<td>521</td>
<td>534</td>
</tr>
<tr>
<td>Random (50)</td>
<td>453</td>
<td>423</td>
<td>444</td>
</tr>
<tr>
<td>Rule (50)</td>
<td>511</td>
<td>525</td>
<td>511</td>
</tr>
<tr>
<td>Random (90)</td>
<td>419</td>
<td>437</td>
<td>417</td>
</tr>
<tr>
<td>Rule (90)</td>
<td>525</td>
<td>509</td>
<td>524</td>
</tr>
</tbody>
</table>

Average number of attributes is calculated using the following formula:

\[
\text{Total number of attributes} / \text{Total item generated} \tag{3}
\]

The number of attributes range from one to eight if an item is generated. Higher number of attributes indicates a stronger the item.

From Fig. 7 above, totally randomized algorithm has about 4.5 attributes per item generated for all three levels. This value surpassed the average number of attributes per item generated for rule-based randomized algorithm by a huge margin. It is more than double the value generated for rule-based randomized algorithm which is about 2 attributes per item for all three levels. Since more attributes is being generated per item, totally randomized algorithm is expected to have better average for the value of attributes as compared to rule-based randomized algorithm. This indicates that rule-based randomized algorithm is capable to control and limit of strong item being generated by the game. The average value of attribute is used as one of the comparison method in this research. The average value of attribute serves as an indicator in determining whether an item is strong, medium or weak. Strong items are desired to empower and enhance the combat capabilities of the character. However, strong items should not be easily obtained by the player in the early stage of the game. Attributes involves in this research are hitpoint, strength, speed, magic, defense, critical, evasion and quality find. In this paper, only one attribute is shown in graph as all attributes displayed similar pattern and result. The attribute chosen is hitpoint in which the average value can be calculated using the following formula:

\[
\text{Total number of hitpoint} / \text{Total item generated} \tag{4}
\]

Based on Fig. 8, it can be seen that the average hitpoint per item using totally randomized algorithm immensely outperformed the average hitpoint per item using rule-based randomized algorithm. It indicates that the player have better and higher sustainability in combat even at early game when using the totally randomized algorithm. This will result in lesser difficulties and obstacles which consequently affects the gameplay. Meanwhile, rule-based randomized algorithm shows a more reasonable value for the hitpoint generated. It provides slightly increase in sustainability of the character without affecting much of the gameplay. Players will still face difficulties in the combat. Besides, the chart also shows slightly increase in the average hitpoint for rule-based randomized algorithm as the level of character increased. This means that players will be able to get better value in high level compared to low level. The other comparison method used in this research is the max value of respective attribute. Max value of attribute can be used to determine the highest value of attribute that is generated in item using different algorithm. In actual gameplay, low level character should not be able to obtain the highest value of attribute. The max value of attribute should be on increasing trend as the level of character increases. Only one attribute is shown in graph for this paper as the pattern and result of all attributes are almost similar. The attribute chosen is quality find in which its value range from 1 to 50. Higher value of quality find indicates better chance of getting higher quality items after winning a combat.
From Fig. 9, the maximum value of quality find generated by totally randomized algorithm tends to be the maximum value of quality find which is 50. If a low level character able to get such high value item in the early stage of the game, the tune of the game will be changed in favour of the player. This is simply because this attribute has the snowballing effect as the game progress. It enables the player to get higher quality items which in turn boost the performance of the character in combat. On the other hand, rule-based randomized algorithm provides more reasonable maximum value which is about a third of the maximum value available. This value increases as the level of the character increases as shown from level 10 to level 50 and finally level 90 which recorded about half of the maximum value available.

IV. CONCLUSION

From all the graphs obtained in the research, totally randomized algorithm produced strong item with high number of attributes regardless of the level of the character. Low level character is able to obtain high-end gear at the early stage of the game. It is possible to obtain the maximum value of each respective attributes even at the beginning level. In addition, playing with low level character or high level character will not affect how the item is being generated in the game. This tremendously affects the game play as player will be able to pass through the challenges and obstacles easily once they obtain an item or two. On the other hand, rule-based randomized algorithm produces much weaker item with mostly low number of attributes. The level of the character has an effect on the value of attributes being generated. Low level character tend to get lower value of attribute while high level character got mixture of low value of attribute and high level of attributes. Unlike totally randomized algorithm, player is not able to obtain the maximum value of each respective attributes at the beginning level. However, player can expect to obtain higher maximum value of attribute as the level of the character increases. In other words, playing with low level character will obtain low-gear item while playing with high level character will obtain both low-gear and high-gear item. This helps to balance and improve the game play value of the game. Furthermore, the rules can be modified to further improve and balance the item generated. This allows game developer to easily tweak and enhance their game according to the needs of the player.

In a nutshell, having rules and constraints is essential in the item generated mechanism of role-playing game as it improves the game play value by restricting and limiting the player from obtaining high-gear item at the early stage of the game. With specific rules and constraints, better item will be generated to the players as the game progress which involves the increase in level. As a result, game developer will be able to keep the game in balance at the early stage of the game. Besides that, it can also prevent the player from losing interest as well as motivating the player to continue playing to obtain better gear as the game progress. Hence, rule-based randomized algorithm is proven to be a good and effective algorithm to procedurally generate items in role-playing games as compared to totally randomized algorithm. The benefits of rule-based randomized algorithm can be applied in other platforms as well. Other type of genres such as First Person Shooter can implement rule-based randomized algorithm for generation of guns and ammo. The game designers only need to change the rules according to the nature of their game.
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